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The D-flip-flop is the elementary building block of all sequential circuits. Aggregations of D-flip-
flops build registers. You will need several registers in your design to hold intermediate data. 
However, more registers will be inferred when synthesizing other sequential circuits which you 
will write in a higher level of abstraction. 
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After completing this module, you will be able to: 

• Design elementary sequential circuits 
 � � � � �
 �� 
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• Basic VHDL knowledge 
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• Level: 1 
• Duration: 15 minutes 
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VHDL template 
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Sequential circuits can be modeled in VHDL as processes with sensitivity lists or wait 
expressions. Since many synthesis tools do not support wait expressions, we limit our 
discussion on processes with sensitivity lists.  
 
The behavior and the synthesized circuit depend greatly on the signals that are in the sensitivity 
list. Careful selection of these signals is necessary. The behavior depends also on the order of 
sequential assignments within the process.  
 
In your design you will need registers with one control input, the enable port. Resetting the 
registers with dedicated reset input is not necessary because some registers are reset by 
loading them with zeros during the reset sequence of the microprocessor after it is powered on. 
Other registers don’t need to be reset because their contents are not used before they have 
been loaded with valid data. 
 
There are two ways for writing a VHDL model for registers that can be re-used  in different sizes: 
 

1. Using generics: the register size is determined by the value of the generic which can be 
assigned at instantiation. You can give generics default values. 

 
Ent i t y r egi st er _en i s 
  Gener i c ( s i ze :  posi t i ve : = 8) ;  – def aul t  si ze i s 8 
  Por t  (  
    r st  :  i n st d_l ogi c;  
    c l k :  i n st d_l ogi c;  
    en  :  i n st d_l ogi c;  
    d   :  i n st d_l ogi c_vect or  ( si ze – 1 downt o 0) ;  
    q   :  out  st d_l ogi c_Vect or  ( s i ze – 1 downt o 0) ) ;  
End ent i t y;  

 
2. Using unconstrained ports: the register size is automatically determined at instantiation 

by the width of the input and output signals connected to it.  
 

Ent i t y r egi st er _en i s 
  Por t  (  
    r st  :  i n st d_l ogi c;  
    c l k :  i n st d_l ogi c;  
    en  :  i n st d_l ogi c;  
    d   :  i n st d_l ogi c_vect or ;   - -  unconst r ai ned vect or  
    q   :  out  st d_l ogi c_Vect or ) ; - -  unconst r ai ned vect or  
End ent i t y;  

 
Design a register with synchronous enable and asynchronous reset signal. The width of the 
register is unconstrained. 
Use the entity declaration given in the file r egi st er _en. vhd 
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A testbench file tb_register_en.vhd is given to allow you to verify your register_en 
entity/architecture. 
Compile and simulate your code. 


